**Apache POI – Read and Write Excel File in Java**

Learn to read excel, write excel, evaluate formula cells and apply custom formatting to generated excel file using Apache POI library with examples.

If you are building a software for HR or finance domain, there is usually requirement for generating excel reports which are usually across management levels. Apart from reports, you can expect input data for application coming in form of excel sheets and application is expected to support it.

[**Apache POI**](https://poi.apache.org/) is well trusted library among many other open source libraries to handle such usecases involving excel files. Using POI, you can read and write MS Excel files using Java.

Please note that, in addition, you can read and write MS Word and MS PowerPoint files also using POI library.

In this **Apache POI tutorial**, We will discuss some common excel operations required to do in real life applications.
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**Apache POI – Dependencies**

If you are working on a maven project, you can include the POI dependency in pom.xml file using this:

|  |
| --- |
| pom.xml |
| <dependency>      <groupId>org.apache.poi</groupId>      <artifactId>poi</artifactId>      <version>3.9</version>  </dependency> |

If you are not using maven, then you can download maven jar files from [**POI download**](https://poi.apache.org/download.html) page. Include following jar files to run the sample code given in this tutorial.

* dom4j-1.6.1.jar
* poi-3.9-20121203.jar
* poi-ooxml-3.9-20121203.jar
* poi-ooxml-schemas-3.9-20121203.jar
* xmlbeans-2.3.0.jar

**Apache POI – Classes**

1. **HSSF, XSSF and XSSF classes**

Apache POI main classes usually start with either **HSSF**, **XSSF** or **SXSSF**.

* + **HSSF** – is the POI Project’s pure Java implementation of the Excel ’97(-2007) file format. e.g. **[HSSFWorkbook](https://poi.apache.org/apidocs/org/apache/poi/hssf/usermodel/HSSFWorkbook.html" \o "HSSFWorkbook)**, **[HSSFSheet](https://poi.apache.org/apidocs/org/apache/poi/hssf/usermodel/HSSFSheet.html" \o "HSSFSheet)**.
  + **XSSF** – is the POI Project’s pure Java implementation of the Excel 2007 OOXML (.xlsx) file format. e.g. **[XSSFWorkbook](https://poi.apache.org/apidocs/org/apache/poi/xssf/usermodel/XSSFWorkbook.html" \o "XSSFWorkbook)**, **[XSSFSheet](https://poi.apache.org/apidocs/org/apache/poi/xssf/usermodel/XSSFSheet.html" \o "XSSFSheet)**.
  + **SXSSF** (since 3.8-beta3) – is an API-compatible streaming extension of XSSF to be used when very large spreadsheets have to be produced, and heap space is limited. e.g. **[SXSSFWorkbook](https://poi.apache.org/apidocs/org/apache/poi/xssf/streaming/SXSSFWorkbook.html" \o "SXSSFWorkbook)**, **[SXSSFSheet](https://poi.apache.org/apidocs/org/apache/poi/xssf/streaming/SXSSFSheet.html" \o "SXSSFSheet)**. SXSSF achieves its**low memory footprint by limiting access to the rows that are within a sliding window**, while XSSF gives access to all rows in the document.

1. **Row and Cell**

Apart from above classes, [**Row**](https://poi.apache.org/apidocs/org/apache/poi/ss/usermodel/Row.html) and [**Cell**](https://poi.apache.org/apidocs/org/apache/poi/ss/usermodel/Cell.html) are used to interact with a particular row and a particular cell in excel sheet.

1. **Style Classes**

A wide range of classes like [**CellStyle**](https://poi.apache.org/apidocs/org/apache/poi/ss/usermodel/CellStyle.html), [**BuiltinFormats**](https://poi.apache.org/apidocs/org/apache/poi/ss/usermodel/BuiltinFormats.html), [**ComparisonOperator**](https://poi.apache.org/apidocs/org/apache/poi/ss/usermodel/ComparisonOperator.html), [**ConditionalFormattingRule**](https://poi.apache.org/apidocs/org/apache/poi/ss/usermodel/ConditionalFormattingRule.html), [**FontFormatting**](https://poi.apache.org/apidocs/org/apache/poi/ss/usermodel/FontFormatting.html), [**IndexedColors**](https://poi.apache.org/apidocs/org/apache/poi/ss/usermodel/IndexedColors.html), [**PatternFormatting**](https://poi.apache.org/apidocs/org/apache/poi/hssf/record/cf/PatternFormatting.html), [**SheetConditionalFormatting**](https://poi.apache.org/apidocs/org/apache/poi/ss/usermodel/SheetConditionalFormatting.html) etc. are used when you have to add formatting in a sheet, mostly based on some rules.

1. **FormulaEvaluator**

Another useful class **FormulaEvaluator** is used to evaluate the formula cells in excel sheet.

**Apache POI – Write an excel file**

I am taking this example first so that we can reuse the excel sheet created by this code to read back in next example.

**Writing excel using POI** is very simple and involve following steps:

1. Create a workbook
2. Create a sheet in workbook
3. Create a row in sheet
4. Add cells in sheet
5. Repeat step 3 and 4 to write more data

It seems very simple, right? Lets have a look at the code doing these steps.

Java program to write excel file using apache POI library.

|  |
| --- |
| package com.howtodoinjava.demo.poi;  //import statements  public class WriteExcelDemo  {      public static void main(String[] args)      {          //Blank workbook          XSSFWorkbook workbook = new XSSFWorkbook();            //Create a blank sheet          XSSFSheet sheet = workbook.createSheet("Employee Data");            //This data needs to be written (Object[])          Map<String, Object[]> data = new TreeMap<String, Object[]>();          data.put("1", new Object[] {"ID", "NAME", "LASTNAME"});          data.put("2", new Object[] {1, "Amit", "Shukla"});          data.put("3", new Object[] {2, "Lokesh", "Gupta"});          data.put("4", new Object[] {3, "John", "Adwards"});          data.put("5", new Object[] {4, "Brian", "Schultz"});            //Iterate over data and write to sheet          Set<String> keyset = data.keySet();          int rownum = 0;          for (String key : keyset)          {              Row row = sheet.createRow(rownum++);              Object [] objArr = data.get(key);              int cellnum = 0;              for (Object obj : objArr)              {                 Cell cell = row.createCell(cellnum++);                 if(obj instanceof String)                      cell.setCellValue((String)obj);                  else if(obj instanceof Integer)                      cell.setCellValue((Integer)obj);              }          }          try          {              //Write the workbook in file system              FileOutputStream out = new FileOutputStream(newFile("howtodoinjava\_demo.xlsx"));              workbook.write(out);              out.close();              System.out.println("howtodoinjava\_demo.xlsx written successfully on disk.");          }          catch (Exception e)          {              e.printStackTrace();          }      }  } |

![poi-demo-write-file](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAfIAAACQCAIAAAB8uH5iAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABYxSURBVHhe7V3PiyVJEe4/ydODXlj2pHtZPAjb3euOiiv7UHFFoW36uDdBhG6G7YOe3IsHG1r7YB8ELyPD0iB9UHFxZ7QZR3H8seh/MFZWVmVFZmVl/c4Xkfk9imHe66rMyC8ivhcVlS9i78c/+SmO5BH4EbQMBIBANgjsvfve93AAASAABIBAMgjsvZz3KoAoBvj3p/9rH9//4cN5Y+NqIAAEgAAQGI3A3vUvfzX/uH/+Qu5RLF+u8JB8CAKPfvCZl79/CwcQ6EWgMJUhFsX2HM1me/Plk06L0uWfr8HkR1C0/ocv4gACvQiA1qsIXTotSpc/eVKev0BF6398GwcQ6EUAtA5aF5x6ms+VgkZQtP7xl3AAgV4EQOugddC6DAQUrf/pyziAQC8C+dL67z5+SiM16UkM6fILipp3Jaqi9U++ggMI9CKQKa0XnP7rRx9Fo/XLk03xOr5aMSrMhtbvzg8VmPXr9FLy/qVR3xCK1p9+FUeDwG/eeGAM4c03ngGcGoF1aN1xvRUJbcpOGM3pEWn9+nhzdHxytDm5HuXGo07OitYPHt6V4JR2tiaqo1Sw9smK1v/yDo4KgZ99drN59cPHFSDPzl99cP42wNEIrEfrteu9uL86Lb5Sm7eLRlejad1wejxaL9Z/ePH49uJgs2JomSWtv3j88Ehhu6hJrc3Ok8dXtH7/NRwlAm++v9m8fwk0/AjEoPXC6RSzr8Jp42idcno0Wi8yMOV3mgotV/pyK5giS1pfF9LJ/LvShYrWn72LQyHw0ecfbD73CGh0IBCJ1p8XeYhVUjEjaN3h9Ei0roL0o/NblVVfNbTMitZJbr3CdiUmZTWsovW/bnEoBK5e32xefwQ0OhDIhdbbnB6H1i0qJxS/OF9kRet2gi8XZle0/rev41AI/LykdaDRgUAWtO7l9Ci07j47Xvshw+LfFvwGdBIva90G8lv4C0Xrf/8GjhKBt1Ru/RdAw49AJFrfYW69i9Nj0LpathVLquB9zYcMDMloaZFsWm8hvPR0K+5JHSuqovV/fBOHRuDZB69tNq99+NsKkOLtgw/eATgagRi0rnIPaz0s7MmtBzg9Aq2r7eru9ru1osuskjB04/qqvwYYy7yrnq9o/Z/fwmEQeHZRMHv9OvrCM4BTI7Aercd5rBWi9TCnR6D1VZ3cGTwbWmcUPsfUbzGXovV/vYcDCPQisA6tx3O9ETthwk4onRalyx+ZIiVOp2j9P9/GAQR6EQCto9RXvC9hiWTKR2ZF659+BwcQ6EUAtA5aB63LQEDR+n+/iwMI9CKQCK3P73iHEYAAcwQKX8UBBIYgwNySB4q3TNO70S1UOV3wydM/cxIHsiyPAFS8PKaJjijdVLT8oPWX0hWZqH8tuSyoeEk0kx5LuqmA1ivzlK7IpL1smcVBxcvgmMEo0k0FtA5az8BNyyVK99Vc9MRgndJNBbQOWmfgRlFEkO6rUUDCJClEAKB10Houngxaz0XTs9cp3VR6aL0srTWoHk2x58aAebPd29velG+fnO3v0Vf18WzcFx+AKlLJv7e3f/bEzKKWYYuuz7E/qxbrrtEazgWEzrL4ojAgRYCouK3P6kSfWl++1J+Wr1K55H1j3OovsJw0TC5hWldFtQ4eXg/sSRSg9Ya5SqvnSWQOre/vF19HDT+3aKBYyf5263C9OktdaK+wOHW7LU7X3xKdhJKGP3BexQBa96m1/CKuTeFm637bW8pW18NyOBvBMNkSpnX908GhfdEG0XoV6HAM2V1aP7uh3uySsXLfsyfup/q9/lttPu5noPVhjrXCWf207lVr+WVN7tyIZK0/lQPAclZQXtwhQetN8YCuJEwreHVyF3E11jFbi9aflIG1P8aumdtx64qyKa+3PgKt70zdvbQeUKv/JtNP67Ccnal4qYlB6+nSuk6VlsRukbFD9823Vn1W82yhJoqG6Z3cOscbl6V8g9s4PbTeqVa1jjqbbocoXbQOy+Gm+5HygNZTpnXjnpTWLV9uvTGP1KonaJoHbFoHl4/0smVOD9N6t1qb2cvvZCfD1sqtV/maKiSA5SyjvLijgNZH0jrZJRNXUz2zeZIw+opS4LNmJ4y7lYU8BG5c2M2og9YZKDtI6wG1UtHtHFp3tA7LYaDw6SKA1sfQuhvtTMd98Ss7ad3s0dQxtsnL1BKUa9J/Iz5fsUSzgQI7YRZX2dgBQ7TerdZCk/ZWroHRemUPzTZYWM5Yhe3u/IRpXW1wpK+Dh3eBlgjD9q3z3NyozKeb1uvN91Z6hVqcuQFxb7ibR8OduXWm2z1351ArzuzQOvk5hbMpkdymqa9rGsgPza1Xy9CXwnJW1OoqQydM6+N6I1BaXwXplQeVrsiV4UlheKg4BS1GWYN0U0HxgMpMpCsyirXLngQqlq2/iNJLNxXQOmg9orvsdCrpvrpT8PKaXLqpgNZB67l4rHRfzUVPDNYp3VQqWh/YHC98WjEWDiAABIAAEOCAAJreoccCgxhpZRGkh2Arw4PhGwSkmwqSMEjC5OLP0n01Fz0xWKd0UwGtg9YZuFEUEaT7ahSQMIlCQLqpgNZB67l4snRfzUVPDNYp3VRA66B1Bm4URQTpvhoFJEyCaF312fDUhJFoGvB5iVobJXOfiseWwvefz7WW3Siocj+5z1S44xOK1nUjU/06vuqpJeAUD3hy/kpRDOOV86YdKHMk2orUJbYnFNGlNZ3GUgVzlESLZ6m4LqBOVDxWV6B10eYQEj5dWr+9ODi8eFwG4yW/n16S2Lxd84vQuvKYV85vCmKXTOvebqWj7XgsVYyeABcMRqDxVVJ1U9XknNhmFrQ+GHppJ6ZL65TEC4rfHJ3fhgL2VqkvFa8LpvXObqUFB5hIrwjlTXk/u3qrCvKtEt58a1dKc7nJ8tq03laIKZKvazuaE2z69pbOJzdoVhKGmMCE277JK8WFMxHIg9avTsdE6xpS2bQebGvZVFc3t/C0oQJ1bETrMx1swcuJr2q6dZjd+pAosY/W7ULq5EJzH0Db4i64IAy1FgI50Prd+eEmXGy9yMkkFa0TkrYb4Fgebr2xvLlJyYPW1/K88eM6vtpqT9pH33pGJ1pXfbPcvneeBzKwg/H62uEV6dP65clmUyfZB7bRkB6tW1TeemPupkHrO3S8CVN7fbUM0TUvT6F1O11T0b6hdSsNN+Xp+4RV4pIFEEic1gdyelrRuu2MluMiWl/AZ3Y1RIevGp1OofXq6QqJ15vbNiTjdqXp2fMmTOsq9zIkTtchfDpJmIE9J53oLpCEwdPS2W62yADGVwv+9rUn7aJ13aXcdKs1OXnr+8DE4l5aLxM+eGi6iBpjDJIuravHpPbr5HpYEoZsCS5DXRH7YYwifT8n8XYrtW/aO2jdbIcBt8dwx+AcrUemA3e86IS6fm1vvDthSOdyaj/msv2zsy1ofecWMFiAdGk9uEs9uG99MHicTpSuSE5YMpUFKmaqGH5iSTcV1ISpbEq6Ivm5BjuJoGJ2KuEqkHRTAa2D1rn61tJySffVpfHAeJ0ISDcV0DpoPRf3lu6rueiJwTqlm0pF6+hlWgCBAwgAASCQDALoZSq+HwqDEIe7CNJDMO74JiSfdFNBEgZJmITccegGx1yWjHVOQwC0jjYa0ywHV8VGQLqvxsYr4/mkmwqidUTrubivdF/NRU8M1indVEDroHUGbhRFBOm+GgUkTKIQkG4qoPU5tD6z3OrMy+GB4xCQ7qvjVouzZyAg3VRCtE56mfZ0vHNKfdESiFLqGxFFDmfb4Wd6TWzm5TPMNstLXV9dqGwutJieNSVM69fHdZl1VZ43WOfLonVSH690HBnEDlpPzzmdFVm+6tZULN5PNFTQenqWkzCtN51LVdje10mjVZi31LXdW4iz+vto3XsHQjzaKufrv10hn9K+DaTMn2rmgNdaCBAV+8p0VtMGqq7TNraNBqvajla9XlPvca21YNxVEciB1q+PNxOa3pWwB9xnVbWMHzxI69ZdB3lTU0BnN0vyveYJ6jTPVyV75UA1HlweVzQqDmEdaqZhU3cV3bsX1CWY5YQ0PNTDSYqkad2UXO/LwPjaaIiK1a1n3y0Cdj8wJbfLPzjdLF1vrk/2JKQ6+zZwsvB0ZPHSOrmFajplNOkYf3V1HbBU/N2ZhEF2RqztJE3rdcn18tlpz1PTdhKm1WWItZJD0bob3Bl/NZxAmmTYD+JaLfPUBzSe8zEIa6DkCheK1u0GSMNonXRMImn5hR7EyoU5BcmzoPX724uDzdH5bZNt722jIYvTC0sM0Xo4Wr+xnyD0x2j+Xksk/kvBMRiuIZRbn0LrvmidRgD9lsAQJIikEEiX1gsqr3MvI6P1Ml6R1uRtXG7d9WiaYenNqVrBPqL1aERCfVXH1Bb49btA51Irt+7NoTu9D6furomGCSbyIpAurT8vW1RXr55Q3cqtu61MZWxxdGjdbG+oPZmsqvnGovEYvT+xb8T1+RSWjodt4r4LZZFCeN86iUMCnUvJn8zia207ekb/UlnmQaVNmNZDKZfeJIw4jUpXpDjA4ws8T8VIqcTX2M5mnGcqOxPbTBz6lWmbuwOf+Pet736BQyWQrsih68z4vHkqBq1nZDrzTGX3QIHWKx1IV+TuTYm9BPNUDFpnr+DlBJxnKsvJMXUk0DpofartSLtOuq9Kw1uwvNJNpaJ19DItgMABBIAAEEgGAfQyFb9TVXBoFEt06SFYLJwwj3g2QBIGSZhc3Bi0noumZ69TuqmA1kHrs51AyADSfVUIzCmIKd1UQOug9RT8cMgapPvqkDXinEUQkG4qoHXQ+iKOIGAQ6b4qAOJURJRuKqD1ybSOjczCnHiKrzb1d1dY7KqDryBvPkNOMRVO6PTTuup4N7KNRquGNacVd8jiKHIAZw84RcC6MxKx7au6wkuo2d2qzLvq4Bkpdvmlpk7rRSeNw9Pjw1HdkW62ddkkQR1/QOvLOwezEVu+qmh1uy06odx0Sroq8646ODPwZYmTNq2rIo7HV+rfg4d34RIx3powvTVq+Sg7SOu0IqPhAB2tm5J+pgJg1+d81pqpJK6valZt33Q12i6LMJaKtc6yohXyxnOXWs5RDGLuCnyDF/ogl0oraZ2iNaVM66rMuiq5PpnWJfXS6KZ1Wktdu1/THc3XiVR7KDqUsnN3R8V1rOzEHvRt+Z1N24mXa3pytt03IX7D981NKhnCSfP0D84OtSwFSpfWVUck3ehuPK37qlIzN49OWnejOXPnbP+huaHu+pw5AOmLZ6mYEKzF6466G7WaqLw4Q92ktdieAEi5nubuuwa3Iof0FcF/hanSuk6/6JLr42m91psgc+2kdff5gHFN0Dp/97QkpCpuUXnH4yCS/q7/e7Mt7taK69UVlg2QRIp5EGtbj2NLNLdeX4wUDAerSpXWr49NZyTzn8OLx3XT6qFtNJwbXA4aG7sTBtE6Y62NEo34qs3AtI94Z7Re9rcqSLeK0zWvFx/Vz1ooZY+N1ptlCNpkMAp7YSenSuu0NdLIaL28SdVqlButuw/C6Ip8rYlJg2kkYZj6cOOrrYc+xFDJ3zT5N/FztXNG24Ji9G3D6mVTw8pKyhykOYtutAkM3nhMaMMlU2hTEwu0Xn0BkJ0wNBQSc09ZK9L7WMB8SJ0cSRhhzmx81RcSu9/j1d6VKtlSrZTwddWcllKwsRLSxbQ1VeMc2xszOLEvNLXmYFU50PqgpqZoesfBHCFDAAHpvgrlRkNAuqn0/8p0YEdT0Ho0m8NE0xCQ7qvTVo2rJiAg3VRA65XSpStygu3mdglUnJvGJ69XuqmA1kHrk41f2IXSfVUY3JLFlW4qFa2jl2kBBA4gAASAQDIIoJep+O6FkmOjSLJLD8EiwYRpXopnAyRhkITJxY9B67loevY6pZsKaB20PtsJhAwg3VeFwJyCmNJNBbQOWk/BD4esQbqvDlkjzlkEAemmAloHrS/iCAIGke6rAiBORUTppgJaB62n4ot96xjvq26Zt74ZaGGY3nNxAl8ExpsKr7UEaF1V+Gpeqp9GqIpA+1emutCFlKIwRJFOeb/OykutglG8VAtpHAQsXyVlWLpLa82i9dEXQ2FsEEic1uuS6/1lYVxar6rdSaX1+ttIUA1KNj7BVZDGVy2tNl2NWoKPZmZ/dV6ugECuLgRA6+0KjgVW2h/kVFu3dqp2tVgo622TvpRWdT4S4tMivr5mp/Cm3SBg07rvNtJVojZjUpmx6GqqXp21l2uTsG746n4bZVFISXewu1ETh1kTp/U6CXN0ftsTsNNovbb6BGidLkG7d3PLblXYpuE9KciOpqYcvFTL0MqzOcxOk2o6hLcKrjuley078PVW8ob6klyCj+aiS5IwrTc8rnpVV31NO8m9ofXGnCXZcHdu3Ti/Wzvb38nGXr7X+aNbKSZ0aF29rYPwjnZ3oai8N1pvX6xVUN7wVSE/lMIXgSxo/f656oEXzrPXtE4tXjCtWy1xKlcM0br9mFWTeafz8zXnpCXz+mqpuFLbHsrt0uBEWvfHAUljLnRxedD67cXBpicPU9M6bfQiKZfoROskpjLO2E3r/idloHVeTt3hq7WaPKS7KK2D1HmZQ0iaZGn98qTh8cuTzSbYn7rY++hro5FNtG5l2U3+HbTOy4+NrxaK6bobazIydW69J4dupd+tfeu29YPUeRlDWJpkaf3+6rTZtN7H6enRutm1QB6ShpIwvj6WoHVentzx+ITcmDWpNP1hQING4eVOGW9+vh5N/dG+iUUTal6W0ZImXVoP/vio/dMkNL1jbqkQT7qvQoPREJBuKigeUJmKdEVGs3i5E0HFcnUXWXLppgJaB61HdpmdTSfdV3cGXH4TSzcV0DpoPRevle6rueiJwTqlm0pF6+hlWgCBAwgAASCQDALoZSq+eyGDEIe7CNJDMO74JiSfdFNBEgZJmITcMbgU6b6ai54YrFO6qYDWQesM3CiKCNJ9NQpImEQhIN1UQOug9Vw8Wbqv5qInBuuUbiqgddA6AzeKIoJ0X40CEiZBtE5+iYpfmcIhmCMAWmeuID7iSTeVnmi9rLSuXwMrOPJRzThJpCty3GqzPBsqzlLtUxYt3VRCtK44fUCRL10fBtH6FPPBNRERkO6rEaHKfSrpphKg9aJ1Rn+vO1PzC7SeuyuwX790X2UPcDoCSjeVblovW2ccHNY5mJPrdtVG+gloPR2jTnQl0n01UbVwXJZ0U+mmdVVvvY7WFcUPbHrHUUlDZJKuyCFrzPwcqDhzAxi+fOmmEqb108tqr8vd+eHm4OFdIGBHtD7caHDmThCQ7qs7AS3PSaWbSk8S5vxWPQ69fw5az9O8k1q1dF9NShm8FyPdVAKPTAmV04RMR9ckROu8DRXSif9FOFQYDYGEaf3FfZlS16/jKx22dx6g9Wg2h4mmISDdV6etGldNQEC6qaB4QKV06YqcYLu5XQIV56bxyeuVbiqgddD6ZOMXdqF0XxUGt2RxpZsKaB20Ltn/xsgu3VfHrBXnzkJAuqmA1kHrsxxA0MXSfVUQ1NJFlW4qFa2jl2kBBA4gAASAQDIIoJcpdr9JD7D65ZcegvWvEGcshIB0U9Hy/x+ia9/9owtJGwAAAABJRU5ErkJggg==)

**Apache POI – Read an excel file**

**Reading an excel file using POI** is also very simple if we divide this in steps.

1. Create workbook instance from excel sheet
2. Get to the desired sheet
3. Increment row number
4. iterate over all cells in a row
5. repeat step 3 and 4 until all data is read

Lets see all above steps in code. I am writing the code to read the excel file created in above example. It will read all the **column names** and the values in it – cell by cell.

Java program to read excel file using apache POI library.

|  |
| --- |
| package com.howtodoinjava.demo.poi;  //import statements  public class ReadExcelDemo  {      public static void main(String[] args)      {          try          {              FileInputStream file = new FileInputStream(newFile("howtodoinjava\_demo.xlsx"));                //Create Workbook instance holding reference to .xlsx file              XSSFWorkbook workbook = new XSSFWorkbook(file);                //Get first/desired sheet from the workbook              XSSFSheet sheet = workbook.getSheetAt(0);                //Iterate through each rows one by one              Iterator<Row> rowIterator = sheet.iterator();              while (rowIterator.hasNext())              {                  Row row = rowIterator.next();                  //For each row, iterate through all the columns                  Iterator<Cell> cellIterator = row.cellIterator();                    while (cellIterator.hasNext())                  {                      Cell cell = cellIterator.next();                      //Check the cell type and format accordingly                      switch (cell.getCellType())                      {                          case Cell.CELL\_TYPE\_NUMERIC:                              System.out.print(cell.getNumericCellValue() + "t");                              break;                          case Cell.CELL\_TYPE\_STRING:                              System.out.print(cell.getStringCellValue() + "t");                              break;                      }                  }                  System.out.println("");              }              file.close();          }          catch (Exception e)          {              e.printStackTrace();          }      }  }    Output:    ID      NAME        LASTNAME  1.0     Amit        Shukla  2.0     Lokesh      Gupta  3.0     John        Adwards  4.0     Brian       Schultz |

**Apache POI – Add and evaluate formula cells**

When working on complex excel sheets, we encounter many cells which have formula to calculate their values. These are formula cells. Apache POI has excellent support for adding formula cells and evaluating already present formula cells also.

Les see one example of how to **add formula cells in excel**?

In this code, there are four cells in a row and fourth one in multiplication of all previous 3 rows. So the formula will be : A2\*B2\*C2 (in second row)

Java program to add formula in excel file using apache POI library.

|  |
| --- |
| public static void main(String[] args)  {      XSSFWorkbook workbook = new XSSFWorkbook();      XSSFSheet sheet = workbook.createSheet("Calculate Simple Interest");        Row header = sheet.createRow(0);      header.createCell(0).setCellValue("Pricipal");      header.createCell(1).setCellValue("RoI");      header.createCell(2).setCellValue("T");      header.createCell(3).setCellValue("Interest (P r t)");        Row dataRow = sheet.createRow(1);      dataRow.createCell(0).setCellValue(14500d);      dataRow.createCell(1).setCellValue(9.25);      dataRow.createCell(2).setCellValue(3d);      dataRow.createCell(3).setCellFormula("A2\*B2\*C2");        try {          FileOutputStream out =  new FileOutputStream(new File("formulaDemo.xlsx"));          workbook.write(out);          out.close();          System.out.println("Excel with foumula cells written successfully");        } catch (FileNotFoundException e) {          e.printStackTrace();      } catch (IOException e) {          e.printStackTrace();      }  } |

Similarly, I you want to read a file which have formula cells in it, use following logic to **evaluate formula cells**.

Java program to eveluate formula in excel file using apache POI library.

|  |
| --- |
| public static void readSheetWithFormula()  {      try      {          FileInputStream file = new FileInputStream(new File("formulaDemo.xlsx"));            //Create Workbook instance holding reference to .xlsx file          XSSFWorkbook workbook = new XSSFWorkbook(file);            FormulaEvaluator evaluator = workbook.getCreationHelper().createFormulaEvaluator();            //Get first/desired sheet from the workbook          XSSFSheet sheet = workbook.getSheetAt(0);            //Iterate through each rows one by one          Iterator<Row> rowIterator = sheet.iterator();          while (rowIterator.hasNext())          {              Row row = rowIterator.next();              //For each row, iterate through all the columns              Iterator<Cell> cellIterator = row.cellIterator();                while (cellIterator.hasNext())              {                  Cell cell = cellIterator.next();                  //Check the cell type after eveluating formulae                  //If it is formula cell, it will be evaluated otherwise no change will happen                  switch (evaluator.evaluateInCell(cell).getCellType())                  {                      case Cell.CELL\_TYPE\_NUMERIC:                          System.out.print(cell.getNumericCellValue() + "tt");                          break;                      case Cell.CELL\_TYPE\_STRING:                          System.out.print(cell.getStringCellValue() + "tt");                          break;                      case Cell.CELL\_TYPE\_FORMULA:                          //Not again                          break;                  }              }              System.out.println("");          }          file.close();      }      catch (Exception e)      {          e.printStackTrace();      }  }    Output:    Pricipal        RoI         T       Interest (P r t)  14500.0         9.25        3.0     402375.0 |

![poi-demo-write-formula](data:image/png;base64,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)

**Apache POI – Formatting the cells**

So for we have seen the examples of reading / writing and excel file using apache POI. But, when we are creating a report in excel file and it becomes utmost important to add formatting on cells which fit into any per-determined criteria. This formatting can be a different coloring based on certain value range, based on expiry date limit etc.

In below examples, I am taking couple of such **cell formatting** examples for various purposes.

**1) Cell value is in between a certain range**

This piece of code will color any cell in range whose value is between a configured range. [e.g. between 50 and 70]

|  |
| --- |
| static void basedOnValue(Sheet sheet)  {      //Creating some random values      sheet.createRow(0).createCell(0).setCellValue(84);      sheet.createRow(1).createCell(0).setCellValue(74);      sheet.createRow(2).createCell(0).setCellValue(50);      sheet.createRow(3).createCell(0).setCellValue(51);      sheet.createRow(4).createCell(0).setCellValue(49);      sheet.createRow(5).createCell(0).setCellValue(41);        SheetConditionalFormatting sheetCF = sheet.getSheetConditionalFormatting();        //Condition 1: Cell Value Is   greater than  70   (Blue Fill)      ConditionalFormattingRule rule1 = sheetCF.createConditionalFormattingRule(ComparisonOperator.GT, "70");      PatternFormatting fill1 = rule1.createPatternFormatting();      fill1.setFillBackgroundColor(IndexedColors.BLUE.index);      fill1.setFillPattern(PatternFormatting.SOLID\_FOREGROUND);        //Condition 2: Cell Value Is  less than      50   (Green Fill)      ConditionalFormattingRule rule2 = sheetCF.createConditionalFormattingRule(ComparisonOperator.LT, "50");      PatternFormatting fill2 = rule2.createPatternFormatting();      fill2.setFillBackgroundColor(IndexedColors.GREEN.index);      fill2.setFillPattern(PatternFormatting.SOLID\_FOREGROUND);        CellRangeAddress[] regions = {              CellRangeAddress.valueOf("A1:A6")      };        sheetCF.addConditionalFormatting(regions, rule1, rule2);  } |
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**2) Highlight duplicate values**

Highlight all cells which have duplicate values in observed cells.

|  |
| --- |
| static void formatDuplicates(Sheet sheet) {      sheet.createRow(0).createCell(0).setCellValue("Code");      sheet.createRow(1).createCell(0).setCellValue(4);      sheet.createRow(2).createCell(0).setCellValue(3);      sheet.createRow(3).createCell(0).setCellValue(6);      sheet.createRow(4).createCell(0).setCellValue(3);      sheet.createRow(5).createCell(0).setCellValue(5);      sheet.createRow(6).createCell(0).setCellValue(8);      sheet.createRow(7).createCell(0).setCellValue(0);      sheet.createRow(8).createCell(0).setCellValue(2);      sheet.createRow(9).createCell(0).setCellValue(8);      sheet.createRow(10).createCell(0).setCellValue(6);        SheetConditionalFormatting sheetCF = sheet.getSheetConditionalFormatting();        // Condition 1: Formula Is   =A2=A1   (White Font)      ConditionalFormattingRule rule1 = sheetCF.createConditionalFormattingRule("COUNTIF($A$2:$A$11,A2)>1");      FontFormatting font = rule1.createFontFormatting();      font.setFontStyle(false, true);      font.setFontColorIndex(IndexedColors.BLUE.index);        CellRangeAddress[] regions = {              CellRangeAddress.valueOf("A2:A11")      };        sheetCF.addConditionalFormatting(regions, rule1);        sheet.getRow(2).createCell(1).setCellValue("<== Duplicates numbers in the column are highlighted.  " +              "Condition: Formula Is =COUNTIF($A$2:$A$11,A2)>1   (Blue Font)");  } |
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**3) Color alternate rows in different colors**

A simple code to color each alternate row in a different color.

|  |
| --- |
| static void shadeAlt(Sheet sheet) {      SheetConditionalFormatting sheetCF = sheet.getSheetConditionalFormatting();        // Condition 1: Formula Is   =A2=A1   (White Font)      ConditionalFormattingRule rule1 = sheetCF.createConditionalFormattingRule("MOD(ROW(),2)");      PatternFormatting fill1 = rule1.createPatternFormatting();      fill1.setFillBackgroundColor(IndexedColors.LIGHT\_GREEN.index);      fill1.setFillPattern(PatternFormatting.SOLID\_FOREGROUND);        CellRangeAddress[] regions = {              CellRangeAddress.valueOf("A1:Z100")      };        sheetCF.addConditionalFormatting(regions, rule1);        sheet.createRow(0).createCell(1).setCellValue("Shade Alternating Rows");      sheet.createRow(1).createCell(1).setCellValue("Condition: Formula Is  =MOD(ROW(),2)   (Light Green Fill)");  } |
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**4) Color amounts which are going to expire in next 30 days**

A very useful code for financial projects which keep track of dead lines.

|  |
| --- |
| static void expiryInNext30Days(Sheet sheet)  {      CellStyle style = sheet.getWorkbook().createCellStyle();      style.setDataFormat((short)BuiltinFormats.getBuiltinFormat("d-mmm"));        sheet.createRow(0).createCell(0).setCellValue("Date");      sheet.createRow(1).createCell(0).setCellFormula("TODAY()+29");      sheet.createRow(2).createCell(0).setCellFormula("A2+1");      sheet.createRow(3).createCell(0).setCellFormula("A3+1");        for(int rownum = 1; rownum <= 3; rownum++) sheet.getRow(rownum).getCell(0).setCellStyle(style);        SheetConditionalFormatting sheetCF = sheet.getSheetConditionalFormatting();        // Condition 1: Formula Is   =A2=A1   (White Font)      ConditionalFormattingRule rule1 = sheetCF.createConditionalFormattingRule("AND(A2-TODAY()>=0,A2-TODAY()<=30)");      FontFormatting font = rule1.createFontFormatting();      font.setFontStyle(false, true);      font.setFontColorIndex(IndexedColors.BLUE.index);        CellRangeAddress[] regions = {              CellRangeAddress.valueOf("A2:A4")      };        sheetCF.addConditionalFormatting(regions, rule1);        sheet.getRow(0).createCell(1).setCellValue("Dates within the next 30 days are highlighted");  } |
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